FPGA controlled Robotics Arm Using VHDL
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ABSTRACT

The purpose of this project is to design and implement a control system with an FPGA chip to control the movements of a robotic arm. The whole system is composed of the Controller System and the drive circuits, one driver circuit for each motor on the robotic arm. These drive circuits are needed because the Control System does not supply enough power to drive the motors directly. The controller System is implemented on the Spartan -II FPGA chip using VHDL code. Spartan -II FPGA is capable of running at much higher speed but a slow clock is needed to obtain relatively large delays for the output signals. This paper basically focus on the work of our project which is based on motion control using stepper motor. we have successfully done the basic part of project in which we control the stepper motor using FPGA. We have successfully done the programming and simulation part of the project. This project gives the idea regarding controlling servo and stepper motor using interfacing of ULN2803A with FPGA. Consequently, it’s important to understand how to work, and what problems exist in designing effective robots. This project will address one of those problems: positional control.
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1. INTRODUCTION

Robotic control is an exciting and high challenge research work in recent year. Several solutions to the implementation of digital control system for robot manipulator and mobile robots are proposed in the literatures. But, all of those techniques use the DSP chip or Microcontroller [2]. DSPs and microcontrollers can no longer keep pace with the new generation of applications that require not just higher performance but more flexibility as well – without increasing cost and resources. We are going to design the robotic arm controller using FPGA chip. Robots are usually characterized by the design of the mechanical system. Our Robot is the jointed arm robot; our Jointed Arm robot has five rotational axes connecting rigid links and a Gripper. A Jointed Arm robot is frequently called an anthropomorphic arm because it closely resembles a human arm. Jointed Arm robots are suitable for a wide variety of industrial tasks, ranging from welding to assembly [7]. The robot consists of an
arm with six degrees of freedom. The approach for implementing control systems, is to design specialized circuits to perform the real-time functions. The whole work follows the sequences of traditional approach basically entire system is classified in three major parts like Hardware design, Software design and Mechanical design. Arm controller robot generally consists of four major parts that is Controller, Arms, Drive Circuit and Sensors. Each motor will have its own control signal. This signal is provided from the FPGA through the drive components. With each movement the motor makes, a Shaft encoder reads the position of a disk attached to the motor. This position information is sent back to the FPGA Controller so it knows how much farther the motor needs to be turned or if the motor has turned too far [8].

II. DESCRIPTION OF COMPONENT USED

A. CONTROLLER
We are using in our project FPGA Chip as controller. It is the heart of robot through all the motion of robot has to be control. A programmed FPGA will contain the VHDL code, which will correlate the inputs to the robotic arm movement. The FPGA system is flexible because it can be easily reconfigured by the end user and reused for many different applications of robotics [7-10]. We are going to use the Spartan-II FPGAs to control the stepper motor with driver circuit using ULN2003A. Spartan-II FPGAs deliver the performance that allows critical control functions to be implemented in hardware rather than software. By implementing these parameters in hardware, Latency and execution time do not vary: The solution is inherently fast and deterministic. The FPGA based solution provides computation speed of the current control function well below 5 microseconds, which in turn enables high PWM carrier frequency update. The FPGA also allows the torque-control loop response to reach 5 KHz at the -3 dB point. This high-bandwidth torque control loop provides low harmonic current ripple. Interfacing with recently introduced low inductance servomotors and stepper motors such as linear motors becomes much easier [3]. FPGA and FPGA developing system are new technology for developing very large scale integrated circuit. It is known to all, coupling with the fast promotion of SRAM technology, the cost of FPGA decreases while the density increases, so it's lower cost, faster time-to-market and the flexibility make the replacement of ASIC with FPGA a new trend. FPGA has been employed in motor control and robot locomotion successfully and extensively.

![Figure 1. Overall Block Diagram](image1)

![Figure 2. Traditional Approach Blocks](image2)
FPGA has flexible and programmable architecture, we can add some special needs into our controller, and as the algorithm to regulate the current in the windings of stepper motor that is always improved day by day, we can update our control algorithm and download it to the controller in time [5]. The stepper motor is an electrical motor, which converts digital electric input into a rotary motion. Stepper Motor is the one that revolves through a fixed angle for each pulse applied to the logic sequences. By controlling pulse rate stepper motor speed can be controlled. Stepper Motor is also called as a Single Stack Variable Reluctance Motor [1]. The switching is carried out in a sequence; the rotor will rotate with stepped motion. If the power to winding 1 is removed and winding 2 is energized, the rotor will turn 30 degrees, or one step. To rotate the motor continuously, we just apply power to the two windings in sequence. Assuming positive logic, where a 1 means turning on the current through a motor winding, the following control sequences will spin the motor. This sequence uses more power but produces greater torque.

<table>
<thead>
<tr>
<th>Step</th>
<th>Coil 1</th>
<th>Coil 2</th>
<th>Coil 3</th>
<th>Coil 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>5</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

B. DRIVE CIRCUIT SCHEMES
The stepper motor driver circuit has two major tasks: To change the current and flux direction in the phase Windings. To drive a controllable amount of current through the windings, and enabling as short current rise and fall times as possible for good high speed performance [4]. For a given size of a stepper motor, a limited space is available for the windings. In the process of optimizing a stepper motor drive system, an efficient utilization of the available winding space as well as a matching of driver and winding parameters are of great importance. These motors move something into position and lock it there firmly. Unlike most other tools for moving things, stepper motors can tell you exactly how far and how fast they have moved, and which way they are pointing [6]. The stepper motor controller rapidly distributes precisely timed bursts of electricity to the different coils of the stepper motor and provides the timing to control the speed. It can also count the number of steps travelled—that is, how far the armature has been turned—with computer-like accuracy. The links (the sections between the joints) are moved into their desired position by the drive; a drive is powered by electric motor. The stepper motor driver receives low-level signals from the control system and converts them into electrical (step) pulses to run the motor. One step pulse is required for every step of the motor shaft.

![Figure 3. Block diagram of driver Circuit](image)
In our project we are using the stepper board consists of a ULN2803 chip. This consists of 8 Darlington’s to amplify current. A total of 2 unipolar stepper motors can be controlled with this. Bellow figure 4 show the internal connection ULN2803 with Motor.

C. SENSOR CIRCUIT
We are going to attach the shaft encoder to motor to control the position and send the control signal to the FPGA controller, which provides automatic commutation point alignment for maximum efficiency and torque during closed-loop operation. The encoder disk is firmly connected to the back-shaft of the motor, so that both the shaft and the encoder disk rotate at the same rpm. [8]. The rotation of the motor causes the beam of light to be periodically intercepted by the solid parts of the encoder disk creating a sequence of pulses of light, which will be translated by the photo couple’s receiver into pulses of electricity [12]. Those pulses of electricity contain all the information we need to implement a closed loop control. The frequency of those pulses is directly proportional the speed of rotation of the shaft (RPM) and the number of those pulses correspond to the angular displacement of the shaft. The more the number of holes in an encoder disk, the higher will be the resolution. Given figure.7 shows the position of shaft encoder between controller and motor. The shaft encoder sensor sends information, in the form of electronic signals back to the controller through the ADC. ADC is use for the purpose of converter accuracy.

Sensors also give the robot controller information about its surroundings and let it know the exact position of the arm, or the state of the world around it [9]. As you can see in figure.7 the shaft encoder will provide the controller’s internal counter with a sequence of pulses that correspond to the rotation of the motor. A timer is set to execute two software routine every 1/10th of a second. As the software routines is to recalculate the actual angle of the shaft or the total number of revolution.
D. ROBOTICS ARMS
The arm is the part of the robot that positions the end-effector and sensors to do their pre-programmed business. Our robot having five joints and one gripper. It is having 6 degrees of freedom to allow them to reach any possible point in space within its work envelope. Following TABLE III shows the motor sequences and motor joints. And TABLE II shows the logical sequences arms. As defined earlier there are 6 degrees of freedom to the Robot and each has two possible orientations. The control signals to the motor define the movement of these parts. Each of the joints performs 3 actions (Except the gripper) - Stay, Obtuse angle turn and acute angle turn. So two bits are required to represent each of the movement.

Table 2. logical sequences arms

<table>
<thead>
<tr>
<th>F</th>
<th>E</th>
<th>D</th>
<th>C</th>
<th>B</th>
<th>A</th>
</tr>
</thead>
<tbody>
<tr>
<td>00</td>
<td>00</td>
<td>00</td>
<td>00</td>
<td>00</td>
<td>0</td>
</tr>
<tr>
<td>01</td>
<td>01</td>
<td>01</td>
<td>01</td>
<td>01</td>
<td>1</td>
</tr>
<tr>
<td>10</td>
<td>10</td>
<td>10</td>
<td>10</td>
<td>10</td>
<td>1</td>
</tr>
</tbody>
</table>

For the Base F:
00 => Stay (Don’t move)
01 => Turn right by 45 Degrees
10 => Turn left by 45 Degrees

For the Shoulder E:
00 => Stay (Don’t move)
01 => Turn down by 45 degrees (Acute angle)
10 => Turn up by 45 degrees (Obtuse angle)

For the Elbow D:
00 => Stay (Don’t move)
01 => Turn down by 45 degrees (Acute angle)
10 => Turn up by 45 degrees (Obtuse angle)

For the Wrist C:
00 => Stay (Don’t move)
01 => Turn down by 90 degrees.
10 => Turn up by 90 degrees.

For the Grip Turn B:
00 => Stay (Don’t move)
01 => Turn down by 45 degrees (Acute angle)
10 => Turn up by 45 degrees (Obtuse angle)

For the Gripper A:
0 => Hold, 1 => Release.

Table 3. Motor and Motor joint

<table>
<thead>
<tr>
<th>Motor</th>
<th>Motor Joint</th>
</tr>
</thead>
<tbody>
<tr>
<td>Motor A</td>
<td>Grip Close</td>
</tr>
<tr>
<td>Motor B</td>
<td>Grip Turn</td>
</tr>
<tr>
<td>Motor C</td>
<td>Wrist</td>
</tr>
<tr>
<td>Motor D</td>
<td>Elbow</td>
</tr>
<tr>
<td>Motor E</td>
<td>Shoulder</td>
</tr>
<tr>
<td>Motor F</td>
<td>Base</td>
</tr>
</tbody>
</table>

III. CONCLUSION
Motor control design is tough work. This paper discussed a hardware and software code design of a Robot Arm Controller with 6 motors. Due to the system architecture, one FPGA can drive several
stepper motors simultaneously without increasing the processing time. This advantage makes the system very convenient since it allows the increase of the number of motors, simply using a larger FPGA. We can easily add the flexibility in operation by modify its behavior, changing a parallel ADC for a serial one (or vice-versa) is a minor effort in an FPGA but can be very troublesome in a software solution. Once a technology is carefully set up, we can easily apply it to different systems; we can say it is multipurpose system. We can also reuse a common controller board for many different systems. this work is very useful for new researcher to get the idea of motor control in the field of FPGA and Robot.
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